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Abstract: Teaching and learning Aspect-Oriented Programming (AOP) usually involves learning a programming language 

with a large amount of complexity. Beginners very often spend more time dealing with syntactical complexity than learning 

the underlying principles of aspect-orientation or solving the problem. Additionally, the textual nature of most programming 

environments works against the learning style of the majority of beginners. Consequently, a support tool for teaching and 

learning AOP is, therefore, desirable. 

This paper offers a preview of the first stage of our research project, in which we aim to introduce a new way for the Aspect-

Oriented Programming (AOP) paradigm. We intend to provide an easy-to-use educational tool for both teachers and beginners. 

We propose PAN4AJ – a Programming AssistaNt for AspectJ language, the most widely used AO-based implementation. The 

language together with the tool are an attempt to integrate visual paradigm techniques with the text-based method to support 

programming activities. 

 

Keywords: Programming assistant, Programming training, Academic programming tool, Teaching/Learning programming, 

Interactive Programming Environment, Educational Programming Environment, Visual programming; AOP/AspectJ. 

1. Introduction 

Programming is a very useful skill and can be a rewarding career. In recent years, the demand for programmers 

and students interested in programming has grown rapidly, and introductory programming courses have become 

increasingly popular [1,6,19]. However, programming has long been a common challenge in computer science 

classes across the world. Even in the early stages of programming introduction courses, it has a significant dropout 

and failure rate. It is a difficult topic that demands consistent work, a special approach, and multi-layer expertise. 

The process of acquiring various skills involves a lot of trial and error, as well as perseverance [5,27]. 

Programming is an abstract subject that is hard to teach and learn for many students in programming courses 

who have difficulty mastering all the required competencies and skills [7,9,27]. Programming courses are generally 

regarded as difficult, and often have the highest dropout rates [1,2]. At the introductory level, this problem is even 

more notable. The biggest learning problems are that students have to handle concepts to which they do not have 

a concrete model in their daily life, that they tend to approach programs line by line, and that they are unable to 

handle the larger parts of the programs [12,13]. 

Generally, the adopted method depends on hand-typing according to a specific language syntax. For a long 

time, programmers have done their work using tools that depend on the text-based style, and were often confronted 

with the difficulty of evolving their codes. During the understanding process, they may execute several tasks all 

together such as reading, searching, thinking, translating, recall and mental modeling, which make much harder 

the focus on specific problems [1]. 

Programming languages are the primary vehicles for supporting the practices of software engineering. To 

address various issues, it is therefore important that they should be well designed and implemented along with 

their supporting tools [10]. The latter must offer simultaneously a high-degree of flexibility and efficiency in code 

editors, so that making the programming process more efficient and also teaching and learning tasks [28]. There 

are many different attempts and a major effort has been directed to overcome this challenge. Modern editors, such 

as Visual Studio Code, come with some helpful features such as code outline, syntax coloring, highlighting and 

checking, auto-completion, track changes, bookmarks and so on, in order to make the traditional programming 

style less disheartening and boring, especially for beginners who have only basic understanding of programming 

concepts and mechanisms [2]. However, usually most of the abstractions that are meaningful at the design may be 

lost when implemented at the coding phase [10]. 

According to Nong Ye and Gavriel Salvendy [10], technical experts have better knowledge of programming at 

the abstract level, and beginners tend to have more concrete knowledge. Current re-search works seek to provide 

a higher level of abstraction for developers by exploiting various graphical techniques during the development 
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process [16,29]. They tend to make programming tasks easier for those with little background in the field, and may 

also be useful for experienced ones for a fast software development or prototyping [32]. 

In spite of these advances, using text-based editors still requires programmers to spend effort and focus on 

implementation details. Considerable research issues have been identified to make the act of "coding" relatively 

easy and effective, and researchers are focusing on bringing more improvements to the coding process [12]. In 

fact, numerous projects have investigated the ability of the Graphical User Interface (GUI) through other 

techniques like Templates, Code-generators, Assistants, and Designers in almost modern Integrated Development 

Environments (IDEs).  

Over the last few years, the tendency of programming environments to support graphical techniques has been 

emphasized to provide for the development, execution, and visualization of programs [11,32]. Unfortunately, most 

of them have proven success within limited domains, such as in the case of Visual Zero [15], Tersus [42], etc. Most 

recently, significant attention from the research community has been given for assisting the general-purpose 

programming tasks. The codeless pro-gram development represents one direction for prototyping and building 

quickly programs at a high-level of interactivity. It is a convenient way to lessen the focus on formalisms by 

exploring the idea of a code structure editor [41]. 

Aspect-Oriented Programming (AOP), a relatively new paradigm, earned the scientific community's attention 

to separate concerns and to build high quality software more easily, with higher maintainability, and a better chance 

at successful evolution [24]. Practice shows that AO-programs are in many cases shorter, have more modular 

structure, and are easier to understand. Numerous publications discuss the advantages of the paradigm at both the 

design and implementation levels. 

It has initially emerged at the programming level using strong implementations such as AspectJ, the de facto 

AOP standard language [37]. However, programmers and especially beginners experience some difficulties in 

using syntactic formalisms of some concepts and features [2,36]. In addition, conventional coding is a tedious task 

that hinders the quick understanding of code and often is an impediment to effective programming. It can lead to 

repetitive stress due to the syntactic formalisms, what consequently, affects negatively the programmer's ability to 

be more creative. Therefore, there is a need for solid support tools to facilitate the programmer’s tasks. At the 

opposite, the codeless pro-gram development, which we advocate here, represents a way for building programs, 

with a significant decrease in the amount of code written, and less focus on detailed formalisms. 

After being accepted by both a broad community of researchers and the industry, it is now being introduced in 

university courses. Learning AOP usually involves learning a programming language with a large amount of 

complexity. Students very often spend more time dealing with syntactical complexity than learning the underlying 

principles of aspect-orientation or solving the problem. Additionally, the textual nature of most tools works against 

the learning style of the majority of students. Becoming comfortable with some AO-programming basics first is 

an important step towards creating programs. Therefore, an educational tool for teaching and learn basic concepts 

is, therefore, desirable. To this purpose, the aim of the first phase in our project is to develop a programming 

assistant for teaching AspectJ, the most widely-used language [37]. 

The remainder of this paper is organized as follows:  

Section 2 presents an overview of the relevant background to the learning and teaching of introductory 

programming concepts, the visual paradigm capabilities, and the Aspect-Oriented Programming (AOP) paradigm. 

Section 3 introduces and discusses the theoretical framework of our proposal. Section 4 is devoted to introducing 

a preview of the first stage in our proposed approach, the over-all architecture, the development process with the 

technologies and tools used followed by the pro-gram construction process. Finally, in Section 5, we summarize 

the conclusion from our preliminary work and the avenue of future works. 

2. Literature Review 

2.1 Teaching and Learning Programming Concepts 

Programming is one of the most important aspects of a Computing course and is a challenging subject that 

requires a lot of effort from both teachers and students. It is a skill that several students find difficult to grasp when 

studying. Over the years, researchers have looked at the challenges of teaching and learning programming. The 

issue is more significant in computer courses, where learning programming is essential [19].  

Teaching and learning programming are challenging tasks, especially for beginners, due to a number of factors, 

ranging from a lack of problem-solving skills to different teaching methods and support tools. It allows them to 

explore creative topics and learn skills to solve real problems [2,5,9]. Thus, it is axiomatic that to become an expert 

programmer, one needs extensive training coupled with a lot of practice and time. Furthermore, in addition to the 

methods and techniques used, dedication and constant hard work are also required for success [9,19]. 
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One of the main issues related to teaching an introductory programming course is the excessive amount of time 

spent on the syntax of the text-based language, leaving little time to develop skills in program design and solution 

creativity [19,26]. Text-based languages rely heavily on the typing of commands. Usually, learners are forced to 

follow strict rules to form coherent programs and to ensure their execution. This can hinder them from being more 

creative, when focusing on the main aim of programming, that is, problem-solving, and become more focused on 

the language syntax [28]. 

Students, on their first time, find programming difficult and disheartening, in particular AOP, and this could 

have an impact on their attitude to software development throughout the course and as a career choice. For the 

staff involved in teaching programming, it can also be very disheartening when students apparently do not 

understand and be able to apply even the basic programming concepts [1,3,9,27]. These difficulties have prompted 

researchers to investigate tools and approaches that may ease the difficulty of teaching and learning programming 

[1,4]. Therefore, it is necessary to have advanced tools that can assist in the teaching and learning process of initial 

programming. Many tools are now available. The most popular for beginners include Verificator [4], ProfessorJ 

[20], Raptor [47], Alice [48], BlueJ [44], Blockly [46], etc. One of the most popular approaches that is being used 

for teaching programming is Visual Programming (VP) [3,31,33,34]. 

2.2 Visual Paradigm Capabilities 

AOP is the act of modelling systems in terms of aspects/objects-software descriptions of the behavior of a part 

of the system. Researchers and developers are exploring how to combine VP with AOP to improve the ease of 

systems development, by investigating how OO/AO-basic concepts create new opportunities for expressing 

systems in terms of visual constructions. 

The task of specializing programming tools for students begins with the recognition that programming is a hard 

skill to learn even after undergraduate studies. We know that beginners have problems with conditionals, looping, 

method structures, and assembling programs out of base components [8] –and there are probably other factors and 

interactions between these factors, too. However, not all of these potential tools have been built or explored. The 

field of Computer Science Education Research is too new, and there are too few people doing work in this field 

[5,9].  

Visual Programming (VP) is a subject of current active research that has transformed the art of programming 

in recent years, aimed at reducing some of the difficulties involved in creating and using programs [11,16,19]. VP 

Languages can overcome the shortcomings of text-based languages. Common visual metaphors are introduced to 

represent statements and control structures as graphic blocks that can be composed to form programs, allowing 

programming without having to deal purely with textual syntax. 

Program Visualization (PV) is an efficient and flexible way to inspect and analyze program data at several 

levels of detail during development and maintenance. Visualization techniques have long been used as an aid for 

both developers and engineers to quickly extract an overview of the hierarchical relationships between entities, to 

understand and manage the size and complexity of the source code [39,40]. 

The main reason for using such techniques is that they are often more convenient to users than the traditional 

text-based style [33]. A visual-based input method is better suited for beginners, as it improves the attitude toward 

programming [35]. It allows representing the coding itself entirely or partially using graphical constructs instead 

of, or in addition to, the text-based coding [11]. In many cases, handling interactively visual representations offer 

significant advantages (for comprehension and development of large systems) over textual descriptions 

[12,29,30,31,34]. 

However, there is a common misunderstanding that assumes that the research aims to eliminate the text-based 

method. In fact, this is a fallacy; most VP languages include text to some extent, in a multidimensional context. 

Their overall goal is to strive for improvements in the design of programming languages and associated tools. The 

opportunity to achieve this comes from the fact that in VP, we have fewer syntactic restrictions on the way a 

program can be expressed interactively, and this affords an independence to discover programming mechanisms 

that have not been possible formerly [11,16,17,30]. 

On the other hand, unlike the text-based style that can be used for any coding task, the visual style is only 

suitable for certain tasks (limitation of suitability). For instance, in some cases of complex control structures like 

loops and recursion, the textual description is often more efficient and economic, and the code is usually more 

compact than the visual form, but this can only occur once the syntax and problem-solving processes have been 

mastered. 



Bentrad S. & Meslati D.  

568 

2.3 Aspect-Oriented Programming Paradigm 

Aspect-Oriented Programming (AOP) is a dynamic research field that focuses on the modular implementation 

of concerns (i.e., non-business operations such as logging, authentication, threading, transactions, etc.) that cut 

across a system's functionalities (i.e., business logic) [37].  

As with any new technology, AOP has both strengths and limitations in terms of its impact on software 

engineering. Roger T. Alexander and James M. Bieman reported several studies that explore these challenges [24]. 

Muhammad Sarmad Ali et al. [22] have performed a systematic literature review of empirical studies that explore 

the advantages and limitations of AO-based development from the perspective of its effect on certain 

characteristics. According to their findings, most studies reported positive effects for code size, performance, 

modularity, and evolution-related characteristics, and a few studies reported negative effects, where AOP appears 

to have performed poorly on cognitive dimensions of software development (i.e., cognitive burden issues) due to 

the new language constructs and mechanisms offered. Cognitive outcomes were measured by looking at two 

relevant factors: the time taken for understandability and development efficiency, which is measured in terms of 

the amount of time and effort spent for building programs. Obtained results were insignificant according to these 

two factors, especially for beginners [23]. 

Although AOP is much more efficient and has been in existence for more than a decade, it has not gained the 

expected adoption as OOP, the most popular paradigm today. The reasons that have hindered its wide acceptability 

are: (1) awareness (it is still less user friendly); (2) lack of universal supporting framework; and (3) it has been still 

less heard of, so technical experts are very few in number [25].  

In addition, AOP introduced new dimension and standards to programming. This, in general, creates 

complexity and possible resistance, but it was also the case when OOP was introduced, which indicates that this is 

a normal scenario [25]. 

Over the last few years, it has matured and received increasing attention from researchers. Numerous works 

have been carried out on strong AO-based implementations such as the AspectJ language [37]. However, their 

acceptance in mainstream software development is still limited. They are mainly used only for maintaining, rather 

than for developing the initial version of a system. The prominent reason for this is the fact that support tools 

purely depend on the text-based style, which generally do not facilitate programming tasks, as is the case of AJDT 

(AspectJ Development Tools [37,43]) in spite of its completeness and maturity. A good overview of the AOP 

scene can be found at [45]. 

3. Theoretical Framework 

In the following subsections, we introduce and discuss the theoretical framework for building an assistant tool 

for programmers (as visual and text-based support) from three perspectives: 

a. The conceptual relations of visual paradigm capabilities, between Program Visualization (PV) and Visual 

Programming (VP) techniques,  

b. A high-level description of a round-trip visual engineering system and  

c. Its conceptual model articulating the interactions among the target program, the user-interface of an 

advanced code editor, and the user (a developer or a software engineer) within an integrated environment 

(IDE). 

 

3.1 An Overview  

Visual paradigm techniques may not completely replace the conventional style of programming, but they can 

enrich the text-based form. Both can support each other in the educational context, in development, and 

maintenance activities. Beginners are expected to start with interactive graphical views, and may later move on to 

the textual ones as it allows them to perform some useful programs with a small investment of time and then go 

on to more advanced levels of understanding textually when they are ready [21]. 

In addition, using various techniques of VP and PV conjointly within the same integrated environment (IDE) 

is highly desirable to improve the learning and teaching experience. The development of such environment is 

intended to help especially beginners to comprehend the multi forms of programs from a higher level to a lower 

level. The basic idea is to show programmers the programming stages, starting from designing problem-solving, 

constructing code, and validating the logical flow of the program through multilevel visualization of program 

abstraction. They can visually build their problem-solving skills. On the other hand, the system can simulate 

program behavior and data changes [38]. 

A simplified view of this idea, regarding the merging of these techniques for advanced software development, 

is shown in Figure 1 [39]. 
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Figure 1. Combination of Visual Paradigm Techniques within an Integrated Environment. 

 

Various visual paradigm techniques can be used at every step of the software development lifecycle. In 

addition, the efficient use of the human visual system through the visual paradigm can enhance both the 

understanding and productivity [38,39]. For the educational context, such contribution is intended to help students 

comprehend the multi forms of programs from a higher level to a lower level within an integrated environment. 

 

3.2 A Round-Trip Visual Engineering (RTVE) 

Actually, the community of software engineering has known a great deal of progress; novel approaches are 

emerging, as well as powerful languages and environments are now available. The Round-Trip Engineering (RTE) 

is considered to be the most efficient re-engineering approach in this progress through its several advantages such 

as the automation of the design process of a software product, the ability to derive implementations―decrease the 

effort at the implementation level without loss of manually created code―, and updating documentation 

automatically. 

As shown in Figure 1, the visual paradigm techniques complement each other. PV generates visualizations 

from specifications of software products, while VP generates software products from visual specifications. 

Combining the two approaches together during the development process allows for a Round-Trip Visual 

Engineering (RTVE); for example, by producing visual presentations from the source code of an existing program 

code, changing these visual presentations, and generating a new program. This idea is included in our work and 

will be implemented within an integrated environment: toward a typical system for the engineering of huge and 

complex software products.  

 

 
Figure 2. A High-Level Description of a Round-Trip Visual Engineering System. 
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A typical system should support the RTVE by incorporating both VP and PV where consistent graphical 

formalisms are desirable in order to maintain the user's mental map during the development process lifecycle. 

Figure 2 depicts an overall illustration of this round-trip style of engineering. 

The system that we target to achieve through our proposed idea would technically be referred to as a VP tool, 

since the only qualifier in the PV definition eliminates any other possibility. That is, a VP tool can have some PV 

aspects, such as graphical debugging, and yet still be considered VP. However, it is unclear in our minds that such 

definitions were meant to apply to a system with extensive use of both PV and VP techniques, as would be needed 

in a reconfigurable system. Therefore, we anticipate the need for a new generation of tools that extensively 

incorporates both the PV and VP. Such an IDE would permit the graphical creation of programs from visualized 

preexisting source code. This code could be adjusted externally to the system, and subsequent system sessions 

would then reflect these changes using PV techniques. The code could then be configured interactively using VP 

techniques. 

Besides the capabilities of visual modeling to be implemented that can help to model things easily, faster, and 

more accurately, the system can provide an intuitive navigation between code and visual model, Round-Trip model 

and source code synchronization. 

3.3 The Conceptual Model 

To explain the programming process supported by this new generation, a high-level conceptual model is needed 

to illustrate the roles of the User (developer/software engineer), the User-Interface (advanced visual editor), and 

the Target Program (software product).  

We used the model of Zhang [11] ―adapted model of the economic model of visualization proposed by Van 

Wijk that was used to identify the main ingredients as basic elements first, and then the associated costs and benefits 

are added [14]. This generic model is abstract and clearly defines the differences between the visual code 

development (VP) and the graphical code illustration (PV), which play complementary roles in the software 

development lifecycle. 

Figure 3 illustrates our conceptual model. We consider the main ingredients of the User, User-Interface, and 

Target Program, rather than those of the User, Visualization, and Data in the context of visualization; the boxes 

denote containers; circles denote processes that transform inputs into outputs (i.e., in the basic model of Van Wijk 

[14]). 

 

 

Figure 3. A Conceptual Model of a Round-Trip Visual Engineering System. 
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In the adapted model, the User is modeled with his or her Knowledge K about the Target Program Pgm to be 

developed, or to be analyzed and understood.  

The Knowledge K is obtained through the Cognitive Capability C of the User, particularly the perceptual ability 

in the context of VP and PV. The Knowledge K also enhances Cognitive Capability C and plays the key role in 

driving the Interactive Exploration E through the User-Interface. 

Through the interactive capabilities of the User-Interface, the User provides a high-level specifications S for 

the program Pgm to be constructed or the algorithms and their parameters to be applied. According to the 

specification provided, a program Pgm in visual form V is displayed and edited as an image Img. 

In the context of Program Visualization (PV), the visual form V represents the graphical illustrations of a 

program's properties, such as status, structure, interaction among its components, or the output results. Its Image 

Img is perceived by the User, with an increase in Knowledge K as a result. 

The target program Pgm is what the User is interested. It is to be constructed in the case of VP, or comprehended 

and analyzed in the case of PV.  

In this conceptual model, the target program Pgm has a broader sense than the conventionally understood 

program. Pgm can be any of the following: (1) a code sequence conforming to a text-based programming language, 

(2) a code sequence conforming to a markup language which may not necessarily carry any computation (e.g., 

XML), or (3) a binary code or data structure generated from a high-level specification. 

The visual code development (VP) refers to a process in which the User specifies the program Pgm in a multi-

dimensional fashion (i.e., in the direction of V to Pgm). On the other hand, the graphical code illustration (PV) 

refers to a process in which certain properties of the program Pgm are displayed in a two or more-dimensional 

fashion according to the User's selection of parameters and/or algorithms. (i.e., in the direction of Pgm to V).  

In general, visual paradigm techniques aim to simplify the process of program Specification S through graphical 

interaction and direct-manipulation techniques with minimal requirements of programming Knowledge K. The 

easiness of the Specification S for a given program Pgm is measured by the amount of Time T required, represented 

by ds/dt, while a PV tool targets at maximizing the User's gain in his or her Knowledge K about the program Pgm 

under analysis.  The measurement of PV's effectiveness is made when the User takes Time T to gain additional 

Knowledge K(T)-K(0) about the program Pgm, represented by dk/dt. 

4. Methodology 

The following subsections will provide a preview of the first stage of our proposed method, as well as the 

overall architecture, the development process with the technologies and tools used followed by the program 

construction process. 

4.1 PAN4AOP, Programmer AssistaNt for AOP 

AOP provides new concepts that allow programmers to control the execution of programs acting on their 

control and data flows. A responsible action on the two flows can implement a number of concerns ranging from 

the management of the competition to the persistence of the data; see the optimization of the calculations. 

Unfortunately, faced with these assets, the programmers facing difficulties to design and implement programs 

including concerns. In addition, productivity is still restricted by the text-based input method at the coding level, 

which makes program understanding, building, and maintenance more difficult. 

Especially for beginners without highly technical backgrounds, AOP complicated programming by combining 

two levels; for the low base code (core concerns: classes and interfaces) and domain-specific concepts (crosscutting 

concerns: abstract and concrete aspects). The complexity of an AO-program depends on the OO-components and 

the AO-specific constructs. Therefore, the complexity could be scattered between the AO-specific parts and 

mechanisms (in pointcut-definition, advice, etc.), the OO-constructs (class, inheritance, etc.), and even in the 

procedural-style implementation of methods. 

The software engineering community has recently been concentrating its efforts on moving away from 

traditional editors by increasing the level of abstraction. The associated tools are changing the role of software 

engineering and allowing novice programmers to more easily developing and even getting quick overviews of 

large source codes, which is challenging without higher abstractions. 

As described in the conceptual model of the theoretical framework, combining the visual and text-based code 

editing (VP) and the graphical code illustration (PV) techniques within the same environment is highly desirable. 

On this issue, we propose to use a hybrid approach, a visual and text-based oriented method, where some parts 

of the program are represented and manipulated graphically. It is a seamless integration between both to support 
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beginners' difficulties at coding time when combining these two levels. A preview of a partially-visual editing of 

an AO-code (e.g., AspectJ program) is depicted in Figure 4. 

 

 

Figure 4. An Illustration of a Partially-Visual Code Editing for AO-Programs. 

 

The following are some of the most significant advantages: 

a. Developers may focus more on design and creativity, 

b. Code quality is improved by eliminating potential and common programming errors, and  

c. Task completion takes less time and effort, resulting in increased productivity for large systems. 

 

When expressing AO-concepts on the editor, developer can effectively combine the strengths of traditional 

score representations with the novel and dynamic possibilities of the computer. However, if the tool support 

becomes overly oriented toward visual programming, then having a visual front-end can become 

counterproductive, resulting in patches that are crowded and confusing. In these cases, the text-based editing is 

usually more economic and efficient. Consequently, the developer should ideally be able to switch to whatever 

programming method is appropriate for the solution and/or specification of a given problem. 

This idea whither it enhances the coding process by adding interactive actions to reduce hand typing, is a first 

step towards making a general-purpose visual style that is simple and preserves the AOP power with an attractive 

manner. 

 

4.2 PAN4AJ, First Tool Support Prototype 

We show the practical feasibility and effectiveness of the approach through a prototype over Eclipse IDE, 

PAN4AJ. The name is an acronym for "Programming AssistaNt for AspectJ"; the language together with the tool 

are an attempt to integrate the visual paradigm techniques with the text-based method to support programming 

activities. We have chosen AspectJ to be our first target AO-based implementation as it is the most frequently used 

and mature. AJDT is arguably the most complete, open and mature support, additionally regarded representative 

in the AOP research community [43]. 
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4.2.1 Overall Architecture and Design 

The development of the PAN4AJ tool support prototype begins with proposing the architecture with the main 

components and functionalities. Both parts, structural and functional, are discussed as follows. Furthermore, we 

discuss the architecture and design decisions that led to a decoupling of major functionalities and enable tool 

extensibility, interoperability, and end-user programmability. 

• Structural Architecture 

Figure 5 shows the overall structure of an open architecture. Open means that there are no limits for both 

internal and external extensibility. Basically, it is implemented as a front-end to the AspectJ compiler (ajc). The 

PAN4AJ program is created on the tool editor by connecting graphical objects using directed arrows that will 

produce a directed graph, which will show the program flow. This graph is also known as the source program (or 

an input file of data representation with the extension .vaj). The front-end of the tool consists of three components, 

which are a syntax analyzer, a semantic analyzer, and a code generator. The generator will initially produce an 

AspectJ code (.java and .aj). Finally, the AspectJ compiler is used to produce a Java byte code (i.e., *.class), which 

is the target program. 

 

Figure 5. Structural Architecture of PAN4AJ tool support. 

 

• Functional Architecture 

Figure 6 shows an overview of the functional architecture of the PAN4AJ prototype. It is an arrangement of 

functions and their sub-functions and interfaces, which define the steps sequencing for both control flow and data 

flow throughout the coding process. The arrows facing down represent the flow or steps of functionalities. The 

horizontal arrow shows the control flow, while the horizontal dash arrow shows the data flow. 

o Interactive code editor: is an innovative editor assistant, where the user can manipulate visual, interactive 

objects in order to build an AJ Visual Model (*.vaj) for code skeletons of the target program. It is a graphical 

editor of the code structure, providing a clear view that permits to obtain quick overview of concerns to be 

considered from the preliminary specification of the model. This tool is designed as a novel class of highly 

interactive code editor. Some of its important features include: 

 

a. Less code hand-typing. 

b. Exploring, navigating and modifying effortlessly the program structure and its entities by means of its 

model, without the need to look more deeply the source code, and then regenerating the corresponding 

templates. 

c. Importing and exporting models that have already been created, which consequently allow reusing their 

constituent elements using a drag-and-drop technique. 
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o PAN4AJ Code Generator: this component is a template-based AspectJ code extractor based on the 

Acceleo technology [50]. It takes as input the model already built, and produces as output textual templates 

of an AspectJ code.  

 

o AJ Visual Model: describes the structure of the target program. In its simplest form, it seems as an 

interactive code visualization that may assist in a deeper understanding of the overall program source. It 

consists of a set of Model Elements described in the form of graphical notations that represent AspectJ 

programming constructs and features. Each element can be customized and has a specification according to 

the syntactic formalism description of the corresponding concept. The whole specification of the model data 

is stored as a relatively small file (*.vaj), defined in XMI format. 

 

To elaborate additional details, the model can contain important artifacts such as a consistent documentation at 

different levels of abstraction (e.g., UML models, graphs, tables, textual descriptions and comments, voice 

recording, etc.). Having such extra data in a single repository allows creating useful links between the generated 

code and these artifacts. 

 

 
Figure 6. Functional Architecture of PAN4AJ tool support. 

 

4.2.2 Technologies and Tools Adopted 

The PAN4AJ is the first Eclipse-based prototype tool. As the programming assistant is closely related to its 

base language through the AJDT tool, mixing textual and visual programming is straightforward. 

The underlying technology adopted is the Eclipse platform with its plug-ins capabilities. The approach exploits 

well known MDE (Model-Driven Engineering) technologies and tools provided under the Eclipse Modeling 

Project (EMP) [49,48], such as Eclipse EMF, GEF, GMF, and Acceleo technology [50], to enable building its 

graphical editor in addition to a code-generation engine. 

To define a metamodel for a target AO-based implementation (e.g., AspectJ) we used EMF, while to build the 

code editor, we used GMF. We have chosen Acceleo as a Model-to-Text (M2T) transformation definition tool, 

mainly because of its very good support of EMF metamodels, to develop an automatic code-generation. Acceleo 

defines a template-based language used within an EMF-based tool support such as ObeoDesigner [50], for 

transforming models conforming to (i.e., an instance of) an EMF meta-model into text (source code). 
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4.2.3 User Interaction And Program Construction Process 

More precisely, at the technical level, this first prototype is a general-purpose icon-based coding tool that 

completely leverages AJDT and includes initial implementation. It offers a hybrid-programming interface with the 

following features:  

a. Within a visual editor, users can present the program's structure and certain behavior in a flexible 

combination of textual and graphical notations; 

b. Visual representations are coupled with interaction techniques to simplify the navigation and understanding 

of the code. Users can easily verify the completeness of entities that make up the program source and the 

consistency of its relationships; and 

c. Regardless of which development stage users are currently in, they can quickly check what they have 

developed. This is crucial in modern tools, where they have to deal with huge systems and are subject to 

information overload from various programming tasks: analysis, verification, testing, debugging, and so on. 

 

As depicted in Figure 7, the compilation and execution of a PAN4AJ program is achieved in the following 

steps: 

First, the PAN4AJ program is a hybrid code, splited into a visual part (i.e., a set of visual objects or visual-

based expressions) and a text-based program and then replacing all graphical objects by unique identifiers. In 

addition, a repository of graphical constructs (predefined graphical notations and artifacts) indexed by these 

identifiers is created. 

The second step involves using a customized graphical parser to translate each visual term (extracted from 

visual-based expressions) into its equivalent text-based notations. 

In the last step, the produced code is parsed according to an attribute grammar (AG) for both visual-based (V) 

and text-based (L) parts (V+L) before being recombined with the textual equivalents of visual objects using syntax-

directed translation (an ordinary textual parser). A standard compiler for L (i.e., AspectJ Compiler) is used to 

process the L-Program produced (i.e., a standard AspectJ program). 

 

 

Figure 7. Overall process of the Compilation and Execution of a PAN4AJ Program. 
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The visual paradigm techniques can facilitate programming tasks by using explicit and intuitive representations 

to express various aspects and entities of source code [11]. To this end, it is desirable to provide carefully designed 

graphical notations for the fundamental AO-basic programming constructs and features, such as aspect-constructs 

(pointcut, advice, inter-type declarations, and weave-time declarations), class-constructs (method, field, etc.), 

inheritance, and structured constructs (package, class, interface, aspect, loops, conditions, etc.)[21]. 

In a more advanced implementation, it is good to let the program source take the form of a visual, interactive 

document [18]. In order to facilitate navigation, these representations must be coupled with efficient interaction 

techniques that permit to support two main functions:  

a. Controlling programming concepts through their corresponding constructs with a high degree of flexibility; 

and  

b. Specifying parameters and properties for each model element selected. Based on this requirement, we have 

selected the following features to be implemented: (a) semi-separation between users and language syntax; 

(b) no restrictions; and (c) an ordinary graphical user interface. In this trend, the high-level descriptions 

encapsulate the underlying implementation technology adopted, which facilities its replacement, e.g., 

replacing AspectJ implementation with AspectC++ [21]. 

 

5. Conclusion and Future Work 

The AOP paradigm introduced new dimension and standards to programming. Just reading about AOP 

concepts confuses beginners, let alone programming using these concepts. This, in general, creates complexity and 

potential resistance, but it was also the case when the OOP was introduced, which indicates that this is a normal 

scenario. 

For a long time, developers have done their work using the text-based input method at the coding level, but 

that is about to change. The success of a new programming paradigm, such as the AOP, relies mainly on solid 

support tools under an advanced development environment.  

In this paper, we address the next steps towards applying the visual paradigm techniques successfully in the 

development process. Our project is intended to take the current code-oriented method for describing the 

components, and the visual techniques for expressing the structure and relationships (i.e., the architecture) with a 

high level of interactivity. This idea whither it enhances the coding process by adding interactive actions with a 

high degree of flexibility to enhance teaching introductory AO-programming concepts, is a first step towards 

making a general-purpose visual style that is simple and preserves the AOP power with an attractive manner. 

Becoming comfortable with some AO-programming basics first is an important step towards creating 

programs. Consequently, an educational tool for teaching and learning basic concepts is, therefore, desirable. 

PAN4AJ – Programming AssistaNt for AspectJ, is our first programming assistant for teaching and learning 

AspectJ. The language together with the tool are an attempt to integrate the visual techniques with the text-based 

method to support programming activities for one of the most widely-used AO-based implementations. 

We believe that this programming assistant will open a new direction in the aspect-oriented software 

programming area. On the other hand, this proposal can be used to help researchers identify fruitful topics of future 

novice programming research, and towards a hybrid methodology for the construction of AO software systems. 

We conclude by offering our direction for future practice and research: 

First, besides technical issues, one of the main concerns when defining partially-visual code editing is finding 

a balance between the expressiveness and implementability of the tool support. Languages that are too expressive 

tend to be very difficult to formalize and, therefore to implement. However, by restricting the expressiveness of 

the language, we also restrict its usability.  

Second, the next stage of our work will be the experimental confirmation of our proposal: carrying out usability 

testing and user acceptance tests. We could test the assistant internally with a few participants to gather insights 

and then use the feedback to inform the design decisions. 

Third, related to generalizing our proposal according to the theoretical framework, further research into the 

issue would be of interest. The proposal can be replicated by using the same methodology with other AO-based 

implementations such as AspectC++, etc. 
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